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Abstract. The development of information systems is a complex task, involv-
ing technical, human and organizational issues. The results of this task are not 
always successful, which are apparent in the lack of software quality and in 
costs and schedules overruns. The ProjectIT research program addresses this 
specific task, however, taking different approaches comparing with the current 
mainstream (for instance, in the ProjectIT context we emphasize the require-
ment and test engineering, the system modelling, or the project management ac-
tivities). From the software application point of view, ProjectIT consists in two 
tools: the Web-based collaborative ProjectIT-Enterprise tool and the Windows-
based ProjectIT-Studio tool. This paper presents and discusses the motivation 
for the Eclipse.NET environment as an integration platform to support complex 
and rich-client Windows-based applications, particularly to support the Projec-
tIT-Studio tool. Eclipse.NET was ported from the homologous and original 
open source Eclipse project and provides a very flexible and extendible plat-
form for .NET Windows applications. 
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1. Introduction 

The activity of designing, implementing, managing and operating information sys-
tems presents obvious similarities with other engineering branches. All these projects 
involve the planning and management of financial resources, as well as the manage-
ment of people and equipment, deadlines, quality, scope, etc. However, there are 
some important differences, specific and exclusive to the area of IT, and that can be 
pointed out: 
• The changing of requirements by clients and/or users is much more frequent 

and demanding than in other engineering branches. For example, in civil engi-
neering it is highly unusual that, after a bridge has been built, the citizens (i.e. the 
users) and the local government (i.e. the client) demand changes to it! 

• The same type of artefact representation is kept throughout the whole lifecy-
cle: a digital representation. This does not usually occur in other engineering 
branches. For example, a bridge is designed and conceived using a digital represen-



 

tation (i.e. according to several drawings and calculations stored somewhere in a 
computer system). However, in the construction phase itself, the bridge is imple-
mented with bricks, cement, iron, etc. In most engineering branches, there is a clear 
distinction in artefact representation between the design phase and the implementa-
tion phase. 

It is easy to realize that, while the first difference presents a disadvantage as well as a 
significant challenge, the second difference is a tremendous advantage of IT projects 
over projects from other engineering branches. It is in this scope that the research 
program “ProjectIT” has been promoted in the context of the Information Systems 
Group (GSI) of INESC-ID [8]. 

This paper first introduces ProjectIT and ProjectIT-Studio. Afterwards, the emerg-
ing problem of the lack of tool integration in ProjectIT is described, as well as the ap-
proach being taken to solve this problem, along with its underlying architecture. Fol-
lowing this, the auxiliary tools being used are presented and described. Finally, we 
present future work to be made using the integration platform. 

2. ProjectIT and ProjectIT-Studio 

In the Information Systems Group of INESC-ID [http://gsi.inesc-id.pt], we have been 
developing efforts to increase the productivity of the software development process. 
In the recent past, the group has been involved in two research projects in the area of 
software engineering: 
• XIS, whose main contribution was the development of the XIS/UML profile in-

tended to specify, simulate and develop information systems following a MDD ap-
proach [20] [16]. 

• ProjectPro, a Web based collaborative system to support the definition of basic 
concepts (projects, releases, sub-systems, requirements) and their relationships 
[15]. 

The current view of the functional architecture of the project is represented in Figure 
1. ProjectIT-Workbench provides the basic and common infrastructure to all the other 
components (such as user definition, permissions, version management, and project 
definition). ProjectIT-Time is the component that supports, among other features, the 
definition of the activities to be performed throughout a project, their workflow, the 
artefacts involved. ProjectIT-Tests is an initiative in the area of tests engineering, 
closely related with requirements engineering. ProjectIT-MDD is the component that 
provides the analysis, design and code generation features of ProjectIT, following an 
approach according with the principles of model driven development. For historical 
reasons, it can be also known by “XIS”, which stands for “eXtensible Interactive Sys-
tems”. 
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Fig. 1. ProjectIT functional architecture (extracted from [20]). 

On the other hand, from an application perspective, ProjectIT involves two main 
tools: (1) the Web-based collaborative ProjectIT-Enterprise; and (2) the Windows-
based ProjectIT-Studio tool (see Figure 2). 

 

Fig. 2. Application architecture of ProjectIT (extracted from [20]). 

ProjectIT-Studio’s main objective is to provide designers and developers high produc-
tivity in tasks such as management and requirement specification, model design, 
automation code generation and software development. On the other hand, ProjectIT-
Enterprise’s goal is to deliver collaboration mechanisms to support development 
teams with considerable (medium and/or high) size, emphasizing tasks related to pro-



 

ject and document management, such as version control, and time, quality or risk con-
trol [20]. 

This paper focuses on ProjectIT-Studio, as it consists in the combination of multi-
ple management and development tools. In theory, these tools are developed sepa-
rately from each other, following a modular approach, still they all use Microsoft 
.NET technology [10]. This makes these tools prime candidates for integration. 

3. The motivation for an integration platform 

ProjectIT is a project of considerable size, with many tools being developed. Still, the 
various phases of information systems development are not isolated from each other. 
This means the tools developed should be able to interoperate with each other; other-
wise, the sheer amount of trouble one would have when managing some of the stages 
of development would make even the most patient user turn away and run for it, for 
his sanity’s sake… 

As ProjectIT grew, it became clearer that its involved tools should present some 
degree of integration, modularity and interoperability amongst themselves. So, what 
was needed was an integration platform that provided the means for all these tools to 
communicate efficiently and also released the tool developer from most repetitive 
tasks, which usually lead to code duplication and, therefore, greater bug possibilities. 

However, ProjectIT uses Microsoft’s .NET Framework technology [10]. To the 
best of our knowledge, at the moment there was no such platform in the .NET envi-
ronment. So, the decision was taken to try and bring such a platform, available in an-
other environment, to the .NET world: the Eclipse Platform [3]. 

The Eclipse Platform is a well-known and stable platform, with wide-spread sup-
port in the Java community. Although commonly known to software developer com-
munity as an open-source IDE (Integrated Development Environment) for Java soft-
ware development, Eclipse should be best described as “an open universal framework 
for building developer tools” [21]. 

It should be noted that the objective of the port of the Eclipse Platform is not to 
provide a new IDE for development in the .NET environment. The objective is to 
provide an integration platform for ProjectIT, which can (1) gather its tools; (2) pre-
sent them to the user under a single front-end, instead of presenting multiple single 
tools; (3) promote better interoperability between these tools; and (4) provide building 
blocks for development of tools. 

The Eclipse Platform's principal role is to supply tool providers with mechanisms 
to use, and rules to follow, that lead to seamlessly-integrated tools. These mechanisms 
are exposed via well-defined API interfaces, classes, and methods. The platform also 
provides useful building blocks and frameworks that facilitate developing new tools 
[21]. This level of integration is attained due to Eclipse’s plug-in based architecture: 
all functionality is contained in plug-ins, which are controlled by the core Platform 
Runtime. The core Platform Runtime, however, cannot actually do anything that its 
user (i.e. the developer) will find useful. 

This port of the Eclipse Platform has a good chance of succeeding, as most of its 
functionality is based on the application of design patterns, and there are not too many 



 
 

dependencies on Java-specific mechanisms (among a few of them, one exception is 
the usage of Java’s Class Loader mechanism, which is explained in [9]). 

4. The Eclipse architecture 

Eclipse’s architecture is based on the following classic concepts: core platform run-
time, plug-ins, and extension points. 

4.1. Core Platform Runtime 

The Platform Runtime is responsible for configuring the Platform, detecting available 
plug-ins, reading their manifest files and dynamically building a plug-in registry. The 
Platform Runtime also performs some validation tasks, such as detecting extensions 
to extension points that do not exist. After all these tasks have been completed, the 
Runtime makes the registry and the Platform’s configuration available to plug-ins 
[21]. 

4.2. Plug-in 

A plug-in (or a component) is the smallest unit of behaviour in the Eclipse Platform. 
Any tool can be developed as a plug-in or as a set of plug-ins. In fact, all of Eclipse’s 
functionality is located in plug-ins, the exception to this being the functionality in the 
core Platform Runtime. 

A plug-in also features a manifest file which contains information about the plug-in 
itself, such as extension points (explained next) that the plug-in provides, and what 
extensions the plug-in provides to extension points defined by other plug-ins. The rea-
son this manifest file is located separately from the plug-in itself is so the Runtime 
can read the information about the plug-in without actually loading the plug-in into 
memory. This way, the Runtime can build the registry without loading every plug-in, 
saving resources [21]. 

Plug-ins can also depend on each other. These dependencies are expressed in the 
plug-in’s manifest file. This way, a plug-in will only be used (and, of course, success-
fully loaded) if all other plug-ins on which it depends are also successfully loaded. 

4.3. Extension point 

An extension point is a way for plug-ins to interoperate with each other. This inter-
connection model is achieved through the classical process: (1) any plug-in can de-
clare any number of extension points; (2) on the other hand, any plug-in can provide 
any number of extensions (also called “contributions” in the Eclipse community) for 
one or more extension points declared by other plug-ins. For example, the Workbench 
plug-in declares an extension point for user preferences. Any plug-in can contribute 
its own user preferences by defining extensions to this point. 



 

An extension point can have a corresponding API interface, defined using another 
previous API or using a new API. Other plug-ins can provide extensions to an exten-
sion point by implementing the interface [21]. 

Figure 3 illustrates how plug-ins and extension points are related. Plug-in 1 de-
clares three extension points (Extension point 1, Extension point 2 and Extension 
point 3). Extension point 1 and Extension point 2 receive the extension (or contribu-
tion) from Plug-in 2. On the other hand, Plug-in 2 also declares two other extension 
points (Extension point 4 and Extension point 5). These last two extension points may 
also receive contributions from other existing plug-ins. Plug-in 1 may also be contrib-
uting to other existing extension points, not represented in the figure. 

 

Fig. 3. Plug-ins can declare extension points, and can also contribute to already existing ex-
tension points, declared by other plug-ins. 

4.4. Eclipse Platform’s plug-in organization 

The Eclipse Platform features several components (i.e. plug-ins), aside from the ones 
that developers can create. Figure 4 shows the major components in Eclipse. As an 
example of component usage, all Eclipse application that feature a graphical user in-
terface will have dependencies to the WorkBench plug-in, which will also depend on 
the SWT (Standard Widget Toolkit) and on the JFace plug-ins. However, a plug-in 
with a text-only user interface will not need them [21]. 



 
 

 

Fig. 4. Major components in the Eclipse Platform (extracted from [4]). 

Figure 5 shows another view of the Eclipse Platform’s organization, this one from a 
more layered point of view, and of the plug-ins used for providing Eclipse’s most 
common uses. In this figure, note the Java Development Tools plug-in, which pro-
vides the Eclipse Platform with the ability to serve as a Java IDE. 

 

Fig. 5. The Eclipse Platform with some common plug-ins (extracted from [5]). 

5. What tools are being used 

The Eclipse Platform is available only for the Java platform, and the Platform Run-
time is heavily based on the Java Class Loader mechanism. This mechanism is in-
compatible with .NET, which uses the Assembly mechanism [1], along with a Class 
Loader mechanism for fetching classes from within assemblies. Therefore, the port of 



 

Eclipse to .NET has to deal with this difference between the Java platform and the 
.NET framework. 

However, it is desirable that any Eclipse Platform code which does not use Java-
specific mechanisms be automatically converted. 

Both of these approaches have their advantages and disadvantages. A manual con-
version makes the resulting code more efficient, as we can adapt the code to use the 
full potential of the .NET framework. On the other hand, this approach does bring the 
disadvantage of spending more time in the conversion. Also, manual conversion in-
troduces a much greater chance of unwillingly introducing bugs in the code, as this 
conversion would be made by humans, who are error-prone. As for the automatic 
conversion, its advantages are the manual conversion’s disadvantages, and vice-versa. 

For this work, we have decided that the best approach would be a mix of the two 
approaches just presented: code that uses Java-specific mechanisms (or code that uses 
these mechanisms indirectly, through dependencies) will be manually converted, as 
the usage of these mechanisms will have to be adapted to the .NET framework. As for 
code that does not use such mechanisms, an automatic conversion is preferable, as 
there would be no reason (besides adapting the code to use the .NET framework to its 
full potential) for spending more time than necessary in its manual conversion. 

Considering the approaches presented and their advantages and disadvantages, the 
following auxiliary tools are being used in this port of the Eclipse Platform: Micro-
soft’s JLCA (Java Language Conversion Assistant) [11] and IKVM.NET [7]. 

However, it should be noted that the underlying architecture of the port of Eclipse 
will be just like the original Eclipse’s architecture, which was presented in the previ-
ous section. The changes that must take place in the port are changes on the imple-
mentation, as the implementation must be adapted to the .NET framework. 

5.1. Microsoft’s JLCA (Java Language Conversion Assistant) 

The JLCA tool is a free extension to Microsoft’s Visual Studio .NET [12]. This tool 
allows the conversion of most Java source code, supplied by the user, to the C# lan-
guage [13]. This tool has proven to be very useful in converting most of the large 
amount of Java code that constitutes the Eclipse Platform, and allows us to save a 
large amount of time in the conversion of Eclipse’s code. 

However, some time must still be spent in this manual conversion, as JLCA can 
not convert code that uses Java-specific mechanisms, such as the Java Class Loader 
mechanism, on which the Platform Runtime is based. 

Figure 6 illustrates how the JLCA tool is used in the process of converting Eclipse. 
 
 
 
 



 
 

 

Fig. 6. The JLCA tool is used to convert Java source code to C# source code. 

The JLCA tool will be used to convert most of the Eclipse source code, as nearly all 
plug-ins depend on the Platform Runtime and, therefore, on Java-specific mecha-
nisms. One exception to this is the SWT component, which can be used in a stand-
alone application (not necessarily Eclipse; there are other programs that use this com-
ponent, such as Azureus [2]), and can be converted automatically, using IKVM.NET 
(shown next). 

5.2. IKVM.NET 

The IKVM.NET project aims to create a middle-ware platform that provides total in-
teroperability between the Java and .NET platforms. To achieve this goal, it defines a 
middle tier, between the Java program and the .NET Framework. This tier receives 
calls to the Java virtual machine (VM) and invokes the .NET framework accordingly. 
In other words, it translates Java VM calls to .NET framework calls. Figure 7 illus-
trates how IKVM.NET operates and achieves total interoperability between Java pro-
grams and the .NET framework. 

 

Fig. 7. IKVM.NET acts as Java Virtual Machine, but calls the .NET framework. 

This project is in a quite advanced state, with numerous Java applications being cor-
rectly executed on top of the .NET framework. However, this tool is very useful for 
this work due to the library converter included with this tool. This converter takes a 



 

Java class library (a .jar file) and returns a .NET class library (an .exe or .dll file, de-
pending on whether the Java class library is executable or not, respectively). 

The reader may be wondering, at this point, why not to simply use IKVM.NET to-
gether with Eclipse, instead of going through all this work. The answer to this ques-
tion is: the objective of this effort is not to bring the Eclipse Platform to the .NET en-
vironment; the objective is to provide a platform, located at a higher level than the 
.NET framework, which provides a more efficient integration of the tools developed 
in the context of ProjectIT. The Eclipse Platform was chosen because of its advanced 
state of development, and because it has proven itself in the IT community  
[4]. 

However, the main disadvantage of Eclipse used in conjunction with this tool is the 
fact that, although the Java class files are converted to .NET libraries, they still expect 
to interact with other Java class files. This means that, should we use Eclipse with 
IKVM.NET, all plug-ins should be developed in Java. This would bring another 
added effort of converting all existing tools in ProjectIT-Studio to Java. 

One of the few components that will be converted using this tool is SWT, as it does 
not depend on Java-specific mechanisms, nor does it depend on the Platform Run-
time. 

6. Other possible solutions 

6.1. Using the Eclipse Platform and converting ProjectIT’s tools to Java 

Another possible solution for our integration problem would be to use the existing 
Java Eclipse Platform, and convert all our existing tools (in .NET code) to Java code, 
in the form of Eclipse plug-ins. This solution would certainly have its advantages: the 
Eclipse Platform is heavily tested and, therefore, very stable. 

However, the tools that are in development for ProjectIT have also been tested. 
Even more important is the fact that, if we converted these tools to Java, each member 
of the team behind ProjectIT would have to adapt to this “new” language (by getting 
used to it, and by converting their tools to Java). This learning curve would not be so 
great, as the differences between Java and C# (ProjectIT’s most commonly used lan-
guage) are not significant. Nevertheless, ProjectIT’s development effort would be 
held back for some time. 

Given this scenario, the approach taken was to continue research and development 
of the ProjectIT tools and, in parallel to their development, create the port of the 
Eclipse Platform to the .NET Framework. This way, once the new Platform is stable 
and safe for deployment, the existing tools can be adapted to plug-ins with only a 
small effort. 



 
 

6.2. Converting Java code to .NET versus a new implementation 

The solution this article presents can raise some controversy, as this article has not yet 
presented whether it would be easier to simply create a new implementation of the 
Platform, based on the Eclipse Platform’s design. 

A new implementation would have its advantages, such as that the code would be 
originally created with the .NET Framework in mind, and would therefore be cleaner 
and would be based more heavily on the Framework. However, the sheer volume of 
the code of the Eclipse Platform would make this task a very long one. This fact, 
combined with the fact that a very significant part of the Eclipse Platform’s code is 
the application of design patterns (some of which are described in [6]), does make a 
conversion of the existing Eclipse code much more appealing (and more time-
efficient), as many best-practices are already present in it. 

These facts, along with the existence of the JLCA and IKVM.NET tools (explained 
above), were the decisive factors in the decision to convert the existing Java code to 
.NET code. 

7. Future work 

When this port of Eclipse is completed, the creation of new tools (and the adaptation 
of already existing tools) will take place. For example, we will create a modeler for 
the ProjectIT/UML profile [17] [19] [20], supporting the Model Driven Development 
(MDD) based approach [16]. This modeler will provide input for another tool to be 
adapted, the ProjectIT Tool, an automatic code generator [18]. Another example of an 
already existing tool that will be adapted is the ProjectIT-RSL Language tool [22], 
which is currently a Microsoft Visual Studio .NET plug-in. 

Figure 8 illustrates these future plans for the Eclipse.NET platform. The extension 
points (the mechanism through which the developed tools will communicate with 
each other) are not represent to maintain simplicity in the figure. 

 

Fig. 8. ProjectIT-Studio tools will be adapted as plug-ins for the Eclipse.NET platform. 

 



 

Orthogonally to the future conversion of these tools to Eclipse.NET plug-ins, the 
Eclipse.NET platform itself will continue evolving, by making some aspects better 
and by adding other aspects which are considered necessary. 

However, this does not mean that Eclipse.NET will be completely synchronized 
with the original Eclipse Platform, as this type of synchronization would make 
Eclipse.NET a mere copy of Eclipse and would most likely force us to give up on ex-
ploring the .NET Framework to its fullest extent. We intend to include Eclipse’s fu-
ture important advancements and breakthroughs into Eclipse.NET, but we also plan to 
improve this new Platform with new ideas of our own. Also, best practices in the 
various fields of IT development (such as the best practices presented in [14], for 
building Windows applications) will be incorporated. 

Hopefully, Eclipse.NET will make its contribution to the evolution of IT projects 
(and of information systems in general) in the .NET environment. 
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