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Abstract. Software requirements engineering is an essential activity for the successful development of information systems. The outcome of this activity is not always successful, which is visible in the lack of software quality, costs and schedules overruns. Although the efforts made and the initiatives proposed, there is not a widely accepted practice or standard in this area, comparable to what we have achieved, for example, in the modeling activities. This paper briefly describes the state of the art in the area of requirements specification, explains the motivation to develop a new initiative, which we have called “ProjectIT-Requirements” and enumerates the goals we want to achieve with the project, the context in which it integrates and the results obtained from the development of an initial prototype.

1 Introduction

The software development process is normally defined as a structured sequence of activities, executed in a systematic and uniform way, performed by roles with well defined responsibilities, which process a set of inputs to produce some outputs [32]. It also includes the definition of techniques, notations, tools, standards and guidelines that should be used.

It is commonly accepted that the development of information systems is a complex task, involving technical, human and organizational issues. When we started to develop information systems, the limited technology capacities were an important constraint that prevented the implementation of the most adequate solution for the business problems. The first initiatives proposed to solve these problems were concerned with the implementation issues, such as new programming languages or development environments.

However, since the late sixties that the IS/IT community recognized that, to solve the quality, budget and schedule problems, we had to find new and sounder approaches. As a result, the expression “Software Engineering” was first used in 1967 during an OTAN conference [28] to show the importance of applying systematic and rigorous approaches to software development, which had proven effective when ap-
plied in other engineering disciplines. Although the many initiatives proposed to solve the software development process problems, the results have not been impressive; for example, The Chaos Report, a study periodically published by the Standish Group [http://www.standishgroup.com], has consistently shown that the number of problematic and unsuccessful projects during the last years is still very high, as Figure 1 shows.

![Figure 1 – Level of success of IS/IT projects, according with the Standish Group](image)

As a result of the experience gathered from previous research and practical projects, the Information Systems Group of INESC-ID [http://gsi.inesc-id.pt/], in Lisbon, Portugal, started an initiative in the area of requirements engineering, named **ProjectIT-Requirements**, which proposes a new approach to successfully achieve some of the goals of this discipline. This paper describes the motivation for this project, the tasks executed and results achieved until now. It is organized in the following sections: section 2 defines the requirements concept and presents an overview of the requirements engineering activities; section 3 describes some requirements engineering practices and related work proposed in the past, which somehow influence our work; section 4 presents an overview of the ProjectIT initiative, whose main goal is to contribute with new ideas to improve the software development process; section 5 describes ProjectIT-Requirements, and presents its goals, architecture and main functionalities; section 6 describes the prototype development process, the results achieved and points some of the issues to be solved in the near future.

### 2 Requirements and Requirements Engineering

The requirements concept is one of those IS/IT concepts where there is no standard and widely accepted definition. This is a result of many different views from the many different people that are somehow interested in the development of information systems. Words such as “needs”, “features” or “functionalities” are frequently used as synonyms. The Oxford dictionary says that a "requirement is a need, a dependency
for success”. A classical definition from Kotonya says that a “requirement is a statement about a system service or constraint” [21]. A definition proposed by Dorfmann and Thayer suggests that a “requirement is a software capability needed by the user to solve a problem he has to achieve a goal, or said another way, is a software capability that must be met or possessed by a system or component to satisfy a contract, standard, specification or other formalism” [9]. In an article published in 1993, Harwell states that a “requirement is something mandatory to be accomplished, transformed, produced, or provided” [19].

Recognizing the importance of requirements in the development of information systems, we have grouped all the activities that deal with them in a new discipline called “requirements engineering”. The term engineering emphasizes the importance of applying accepted and widely known engineering practices (such as measuring and modeling), in a systematic and repeatable way, to achieve results with quality. In [27] Nuseibeh provides an interesting overview of this discipline, identifying the techniques, activities and roles involved.

![Stakeholder Analysis](Start)

- Problem Domain Analysis
- Requirements Elicitation
- Requirements Analysis
- Requirements Specification
- Requirements Refinement

- Requirements Change Management

**Figure 2 – Common activity diagram of the requirements engineering tasks**

A generic workflow of the several activities that compose the requirements engineering process is shown in Figure 2; Kotonya [21] and the Rational Unified Process [22] present others with some variations. The number of different processes that are found in the literature are a consequence of the need to adapt the requirements engineering discipline to the needs of each organization, the internal and external practices and standards followed and each intervenient expectations. A complete description of each of these activities is out of the scope of this paper. In the next section we will present an overview of some existing methods that influence our work.
3 Related work in the area of Requirements Specification

Existing requirements engineering methods can be classified through many perspectives. According to the goals defined for our project, we have identified four areas of prime importance, which will be briefly reviewed in this section: (1) requirements reuse, because currently few tools truly support it, and this is crucial for minimizing the manual work in requirements specification; (2) requirements specification initiatives based on UML, because we want to use UML for defining our model and for integrating with other project initiatives and tools; (3) formal methods, because formalization is important to improve the quality and precision of requirements specifications; and (4) agile approaches, because we want to keep things as simple as possible.

The existing requirements reuse initiatives sometimes follow different strategies. In [38] the authors propose a metamodel for reusing requirements, based upon the integration of information available in a number of different existing functional modelling techniques (like scenarios, use cases, activity diagrams, data flows, task documents and workflows). The information captured is subsequently provided for being reused later. Cybulski proposes a framework which integrates the needs of software reuse in the requirements engineering process, and describes a method (RARE) and a software tool (IDIOM) that support the definition of the domain model, later used in the requirements analysis, reuse and refinement process [6].

UML has become a standard language for modelling software systems and many people have used it for requirements specification. However, some authors have argued that that UML has some deficiencies as a semiformal requirements specification language [16]. Other authors have proposed initiatives to formalize UML, by using formal specification techniques for the semantics of UML notations and diagrams. For example, the Precise UML group developed a precise semantic model for UML class diagrams, to enable formal deductions [11]. In [14] the authors describe a requirements modelling technique, named UMLtranZ, based on UML class and use cases diagrams, expressed in a variant form of the Fusion Model [4]. The models can be transformed to formal Z specifications, which can be further analysed to identify problems and inconsistencies in the requirements specified.

The use of formal requirements specification languages, based upon mathematical notations, such as Z [34], VDM [39] or Larch [18], has also its supporters among the requirements engineering community. They use deductive and inductive reasoning techniques that can be automated and built into specification tools. The question mostly faced by these initiatives is the adoption of those languages by non-technical people. Apparently, some studies demonstrated the capability of the users to learn and apply such methods [3].

The use of controlled natural language for requirements specification, although not a formal approach, facilitates the process of writing, analysing and verifying requirements [20]. Sometimes this specification can even be transformed into executable statements of software specification [31], providing systems simulation capabilities. Others followed a different strategy, by providing tools and techniques that transform formal requirements specifications into natural language, so that the stakeholders can validate them [12], [20].
Other initiatives worth of mentioning include (1) Kaos [7], a formal language for reasoning and modelling the system’s goals, and its use in conjunction with formal specification languages, such as Timed Automata, for specifying the system’s requirements and its internal behaviour [10]; (2) RML (Requirements Modelling Language), probably the first important attempt to use knowledge representation techniques in requirements engineering [17], or (3) Telos, its successor [26]; (4) RSML (Requirements State Machine Language), a formal system modelling language described in 1994 [24].

More recently, the agile software development approaches have also developed some specific techniques to be applied in the requirements activities. Ambler has discussed the best practices about agile requirements modelling, and how to integrate them with the rest of the agile development process [1]. Extreme Programming [2] proposes the concept of user stories, a set of small sentences that express the user needs, in his own words. The idea is to simplify, whenever possible, the process of information gathering about the system functionalities, doing the effort needed to capture the current user needs and nothing else. Detailed requirements information represents frequently an unnecessary overhead at the beginning of the project, because requirements change.

In the area of Human Computer Interaction, some proposals have been made to improve software usability, requiring the effective user involvement throughout the development process. Some authors, like Dix [8] call it Usability Engineering, emphasizing the usability aspects, while others call it User Centered Design. In terms of requirements, most of these initiatives, like Usage Centered Design [5], or GUIDE [30], propose an iterative process, where different types of requirements are gathered from the user of the system, then the system is designed or prototyped, and the user evaluates the result, which can originate more requirements. In [35] there is an overview of these processes; the important point to retain to our initiative is the close and permanent relation between the user and the IT people, in terms of the requirements activities.

Finally, there are some initiatives in the software development process that have proposed relevant best practices, which we want to take into account and use appropriately. Besides the model driven ideas, we recognize a strong influence from the ideas of product line software development [23] and agile development [2]. Aspect-oriented requirements engineering [29] and viewpoints [13] are also initiatives we will monitor to understand how they can influence our work.

4 The ProjectIT initiative

The Information Systems Group of INESC-ID is a group interested in research topics connected with software engineering and the software development process, and in applying them to the daily projects in which it is involved. In the recent past, the group has been involved in two research projects in the area of software engineering: 1. XIS, whose main contribution was the development of the XIS/UML profile intended to specify, simulate and develop information systems following a MDD approach [33].
2. ProjectPro, a Web based collaborative system to support the definition of basic concepts (projects, releases, sub-systems, requirements) and their relationships [25].

After the initial versions of both these projects, we reached the conclusion that their added value would be greater if we integrate them in a single project, which we have called “ProjectIT”. The goal is to provide a complete software development workbench, with support for project management, requirements engineering, analysis, design and code generation activities. The current view of the functional architecture of the project is represented in Figure 3.

![Figure 3 – ProjectIT architecture](image)

ProjectIT-Workbench provides the basic and common infrastructure to all the other components (such as user definition, permissions, version management, and project definition). ProjectIT-Time is the component that supports, among other features, the definition of the activities to be performed throughout a project, their workflow, the artefacts involved. ProjectIT-Tests is an initiative in the area of tests engineering, closely related with requirements engineering. ProjectIT-MDD is the component that provides the analysis, design and code generation features of ProjectIT, following an approach according with the principles of model driven development. For historical reasons, it can be also known by “XIS”, which stands for “eXtensible Interactive Systems”.

5 ProjectIT-Requirements

In the area of requirements engineering, the analysis of the existing initiatives and practices led us to conclude that there are important factors that justify new initiatives:

1. The research initiatives developed in the past, like those identified in sections 2 and 3, have represented an important contribution, but for a number of different reasons they have not been widely adopted.
2. The available tools, such as CaliberRM [http://www.borland.com/caliber/], RequisitePro [http://www-306.ibm.com/software/awdtools/reqpro/], Doors [http://www.telelogic.com/products/doorser/], RTM [http://www.chipware.com/], although representing an important step forward, are above all requirements management tools; they have many features to input requirements in the system, to classify them, to define relationships, and to analyse them, but most of them still lack the capabilities to automate important tasks, or to guarantee a consistent integration with the rest of the development process (it is our intention to prepare a more detailed paper concerning this aspect).

3. There is an evident gap between the academic and research initiatives developed and their application and implementation in tools adopted by the market.

ProjectIT-Requirements is the component of the ProjectIT architecture that deals with requirements issues. The main goal of the project is to develop a model for the definition and documentation of requirements, which, by raising their specification rigor, facilitates the reuse and integration with development environments driven by models. Taking into account the different types of requirements, we must emphasize that we are currently interested in software requirements [21], those that can more easily be “converted” in software design models by MDD approaches. We recognize that other types of requirements, in particular non-functional requirements (such as usability, performance, security, safety, maintainability), are more difficult to formalize, and require different approaches.

### 5.1 ProjectIT-Requirements Goals

The main idea behind the project is that we must combine the benefits of formalizing the requirements specification, with the need to use a format and notation that is understandable by every involved project stakeholder. That is why we propose a “controlled natural language”, a subset of natural language with specific rules for requirements specification, with a limited vocabulary and a simplified grammar. This type of language will enable every stakeholder in the software development process to easily use the ProjectIT-Requirements tools, and to reduce the time-consuming learning curve to work with the requirements deliverables of the project.

At the same time, by transparently raising the level of the rigor of the requirements specification through formalization (using a limited vocabulary with well defined rules), we will reduce the errors frequently found in the requirements specification process [21]. The generic principles followed by ProjectIT-Requirements are described with more detail in [37]. We have also identified the results we want to achieve, the most significant being:

1. The definition and management of the project glossary, which is elaborated by identifying the business entities and their properties.

2. The definition and formalization of a requirements specification language, which can be represented textually and graphically, and provides the basic mechanisms to define rigorously the system requirements. In order to maximize the benefits of close integration with the other components of the ProjectIT architecture,
benefiting from a single and global metamodel, we have decided to define a new
language and not reusing an existing one.
3. The definition and management of requirements architectures, as a way to pro-
mote the reuse and increase the productivity in requirements engineering.
4. The definition of mechanisms to provide the requirements management in the
context of specific projects based in requirements architectures.
5. The capability of establishing relationships between requirements and other pro-
ject-based concepts, for example, projects, people, modules, etc.
6. The extension of the current XIS/UML profile in order to provide the seamless
integration with modelling activities and the other ProjectIT sub-systems, result-
ing in the future ProjectIT/UML profile.

5.2 ProjectIT-Requirements in the context of ProjectIT

The main components of the ProjectIT-Requirements architecture in the context of
ProjectIT are shown in Figure 4.

![Figure 4 – Relationship between ProjectIT and ProjectIT-Requirements]

The Model Foundation defines the project vision, its strategy, how it interacts
with other ProjectIT components and the vocabulary used throughout the other parts
of the project. The Requirements Language is defined by a model, which shows the
concepts to be used for requirements description, and by a grammar for defining the
rules to map these concepts into sentences. The first defines the language’s syntax
and the second its semantics. The Requirements Tools supports the definition of
requirements and their exploration in real projects, in conformance with the language
defined. The XIS/UML Profile acts as the bridge between ProjectIT-Requirements
and ProjectIT-MDD, enabling the mapping between the requirements and the modell-
ing and design artefacts produced (in fact, the requirements language will be repre-
sented by a model common to the XIS/UML Profile model).
5.3 ProjectIT-Requirements architecture

The ProjectIT-Requirements architecture, shown in Figure 5, is based upon an integrated set of tools that together will enable the definition of requirements and their relationships and provide the support for reusing previously defined requirements and the integration with modelling tools, developed in the context of ProjectIT-MDD.

![Figure 5 – ProjectIT-Requirements tools architecture](image)

The information is stored in a Repository (either a DBMS or a XML file), whose information is managed by the Requirements Editor. It acts like a traditional editor for introducing controlled requirements text, but has additional options, like the possibility of classifying requirements (for later requirements reuse) and viewing traceability information. New requirements can be introduced in the system by reusing existing requirements. The editor will also provide other features that will be used if appropriate. For example, requirements can be associated with other concepts (such as sub-systems, systems, projects) managed by ProjectIT-Workbench; a requirement can be associated with different roles (e.g., the stakeholder who asked for it) and with different project deliverables (e.g., requirements specification, test cases).

The Requirements Analyser component, closely integrated with the editor, is responsible for viewing requirements and traceability information in different formats (e.g., documents, reports, matrixes, graphs); it works like a management information system for obtaining statistical information about requirements.

The Exporter component provides bidirectional integration with external tools. This component enables functionalities such as importing requirements written in a word processor, performing some validations and suggesting the changes needed to conform to our requirements language rules, besides importing and exporting requirements using standard formats. The integration with the modelling components of ProjectIT will be performed according the rules and semantics described in the XIS/UML profile, and its XML schemas.
Finally, the **Requirements Compiler** and **Intellisense**, are responsible for checking the requirements definitions, introduced in the editor, against the rules defined by the **Requirements XML Schema**, which is generated from the model, and represents our requirements specification language. Our vision is to build a tool for writing “requirements documents”, like in a word processor, and as we write, it will warn us of errors violating the requirements language and grammar rules we have defined (very similar to what happens nowadays in the Word application, underlining in red some syntactical errors).

### 6. ProjectIT-Requirements prototype development

The architecture described in the above section represents our vision of the set of tools needed to implement the complete functionality of ProjectIT-Requirements. The need to establish a compromise between the functionality expected and the delivery of results, which clearly eases the validation of the concepts proposed, led us to initiate an iterative project, delivering small results in short periods of time. As such, we decided to develop an initial prototype of the most important deliverables of the project: (1) the requirements specification language, which we have called ProjectIT-RSL; (2) the main requirements tools, the editor and the compiler.

#### 6.1 ProjectIT-RSL

The ProjectIT-RSL is currently a simple language that can be represented by a metamodel (a brief overview is shown in Figure 6), and by a grammar for defining the rules to map these concepts into sentences [36]. This metamodel identifies the basic concepts that the language will describe; the grammar will define the syntactic and semantic rules between these concepts, which will be validated by the compiler and the intellisense features.

![Figure 6 – ProjectIT-RSL metamodel simplified representation](image)

Following our goal to keep requirements definition as simple and close to reality as possible, we analysed how requirements are most often specified. In most situations, requirements are expressed by normal language sentences that have a subject, a verb
and other words that complement their meaning. We “transformed” this natural language into requirements language saying that actors carry out operations, which can access one or more entities. These are precisely the main concepts of our language:

- **Actors** are active resources (e.g., an external system or an end-user) that perform operations involving typically one or more entities.
- **Entities** are the static resources affected by the operations (e.g., a document, the data about a client or an invoice stored in a database). Entities have **Properties** that represent and describe their state.
- **Operations** are described by their respective workflows, which consist of a sequence of simpler Operations that affect Entities. This recursive definition will end in atomic and primitive Operations (e.g., create, update or delete operations) provided by default by our framework.

Another important concept not represented in the metamodel (for simplicity reasons) is the **System**, which represents a software component (either a complete application or a reusable component) with which an actor interacts, by executing the operations of the system to access or manage the entities available. Each of the three basic concepts can be reused in different systems; the idea is to provide requirements reuse mechanisms supported by the reuse of the requirements basic elements.

With this type of language we can express some of the most frequent software requirements for the kind of systems we are working on, which are above all interactive software applications. This model supports a simple description of a system (as shown below), which can later be used for generating part of it.

WinInvoice is a system
WinInvoice has three types of users:
- the operator;
- the manager;
- the administrator.

The Client entity is described by:
- a name;
- a unique Social Security Number;
- zero to three phone numbers;
- a credit limit;
- a sequential client number automatically assigned.

The operator can create bills and view clients.
The manager has the same permissions as the operator, but he cannot create bills.

Considering the text above, we can see that the sentence specifying the permissions of the operator conforms to our model: the actor is the “operator”, the operation is “create” and the entity is “bill”. This description also points to some of the issues in ProjectIT-RSL that we are aware of, but have not implemented yet; some are minor issues, like the need to standardize on the terms (for example, always use the singular, such as bill instead of bills) and the style (the sentences should be kept as simple as possible and more elaborated sentences should be divided, when possible, into simpler ones).

Probably the most important question still under discussion is the level of resemblance to natural language that we will adopt; here the option is between a description like the one above, very close to natural language, or a “programming language” style, which is the approach followed in the current implementation, mainly due to
practical reasons as we will see. Besides this issue, the next important step is to pro-
vide in ProjectIT-RSL the capability to specify a complex operation using simpler
operations and workflows, thus gathering enough information for being later used by
code generation techniques.

With the evolution, the metamodel of the ProjectIT-RSL language will integrate
and extend the current XIS/UML profile. Their merging will result in ProjectIT/UML
profile, a common metamodel for all initiatives developed under the ProjectIT pro-
gramme.

6.2 Prototype Development

To test our initial model of ProjectIT-RSL in an iterative way, we built a prototype of
the editor and compiler of the ProjectIT-RSL. Although we intend to develop an
application integrated in a new development environment, to shorten the initial devel-
opment time and to quicker validate the model of ProjectIT-RSL and see how it sup-
ported the requirements specification task and what type of additional features were
still needed, we decided to take the benefits of the features provided by Visual Studio
.NET and the .NET Framework [http://msdn.microsoft.com/] and we built a prototype
in this environment. We chose this development environment because it provides
some of the features we consider important, such as intellisense and syntax validation
when writing code. Microsoft also provides the Visual Studio Industry Partner Pro-
gram [http://msdn.microsoft.com/vstudio/extend/], abbreviated VSIP, which are a set
of COM APIs that enable the integration of new features in the Visual Studio.NET
development environment, such as the possibility of adding new languages, or creat-
ing new types of projects. With these features, we can directly use the Visual Studio
development environment, to edit new types of projects in new languages, without
having to develop a new editor from scratch.

The VSIP APIs are powerful, but difficult to understand and very low-level from
the developer's point of view (they are written in C++ with the code difficult to un-
derstand). That is why we decided to use the Babel library that comes together with
VSIP, but provides a higher abstraction layer above it. For example, the intellisense
feature is handled directly by Babel and can be accessed from it. We also used im-
plementations of Lex and Yacc (Flex [http://www.gnu.org/software/flex/] and Bison
[http://www.gnu.org/software/bison/bison.html]) to implement the features associated
with language checking in the editor, and also for the compiler of the ProjectIT-RSL.
They are classical tools used to check syntactic and semantic rules from programming
languages, based upon a grammar description and analysis of regular expressions.
Figure 7 shows how the different components of the architecture integrate to provide
the global functionality.
Using these tools we have implemented the possibility of creating new projects in Visual Studio .NET, the ProjectIT-RSL projects (Figure 8).

This project uses the standard Visual Studio .NET editor, extended with the capability of writing the ProjectIT–RSL sentences, according with the model presented in Figure 6. The editor, shown in Figure 9, supports on-the-fly syntactic language verification and full syntax highlighting, which means that as we write, all expressions are validated (by the component generated by Bison for language checking, and according with the rules previously defined) and in case there is any error, it is immediately...
detected and highlighted. Besides, the auto-complete feature is also always available giving the writer suggestions of correction or of the next allowed and available term, according with the language.

Figure 9 – The ProjectIT-RSL editor

Upon successful compilation, the compiler produces an XML file, which is the input to ProjectIT-MDD. This component processes this file, and will be able to generate different project artifacts, including a UML model of the information specified and code, following with an MDD approach.

7 Conclusions

In this paper we tried to justify the need for new initiatives in the area of requirements engineering, which is recognized to be a crucial part of the software development process. We strongly believe that the integration with other project tasks, in a model driven development approach, reusing previously developed requirements, expressed in a more formal (yet universally understandable) way, and which are used by automated tasks, are essential characteristics that must be taken into consideration by any modern initiative in the area of software engineering. These are precisely the main drivers of ProjectIT-Requirements.

We have already established ProjectIT-Requirements architecture, defined an initial version of ProjectIT-RSL, a basic component of our project. To test it, we have built a prototype of the editor and compiler reusing many features provided by the Visual Studio .NET development environment. We are now initiating the next iteration of the project’s implementation, which includes adding more features to ProjectIT-RSL (like the support for the specification of more complex and versatile operations and workflows, and the checking of additional rules), and the implementation of requirements reuse based on requirements architectures. In this process, we will inte-
grate the developed features into our development environment, and enable the integration with ProjectIT-MDD. When we accomplish these goals, it is our intention to use the developed tools in real projects, to test and proof the ideas we are proposing.

We are aware that this is an ambitious project, and that there are still some open issues for which we will actively research in the near future. We pretend to make some innovative proposals, but we also intend to integrate the ideas of previously developed initiatives. We strongly believe that the apparent contradiction between formalization and user involvement, which we consider both fundamental for the success of software development, can be overcome if we follow a pragmatic approach like the one proposed in this paper.
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