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Abstract. Traceability in software engineering has been handled mostly as a documentation activity. This paper describes a reactive approach to traceability using MDD as general orientation and QVT as a transformation language. A conceptual model is presented defining some of the key concepts of a reactive traceability framework. Also the semantics of these key concepts is explained. Some examples are given of the framework’s artefacts.

Keywords: Reactive traceability, MDD, QVT, UML, RT-MDD

1 Introduction

An information system involves a set of active artefacts that cooperate towards a common goal. These artefacts are present in multiple views, regarding the abstract layer we take as a viewpoint. For instance, a system may be described by its functions, data structures and technologies, among other features. Documentation is a part of the solution, just as the formulation of a problem may be considered part of its solution.

Nowadays information systems are growing in complexity, i.e., in terms of the number of artefacts and relations between them. Development of new applications and maintenance of the existing ones should be accompanied by tools and methodologies which minimize the risk of introducing a state of incoherence between the artefacts. When this problem is not tackled the reality shows that programming code evolves with no or minor relation with models. In large applications, when models are almost completely outdated the system is in risk of becoming unmaintainable.

Traceability, is used in many different contexts from food industry to software development and maintenance. We focused our work in traceability between artefacts of models and code (Fig. 1). The requirements traceability [11] was left outside the
solution for now, but this issue may be integrated in the future work, as other types of traceability.

Traceability deals with keeping records of relations between artefacts of the same, or different abstract levels. We propose the term reactive traceability as a characteristic of a system that not only keeps information of the relations, but also can react to and prevent changes to artefacts or its relations (traces). The goal of the RT-MDD (Reactive Traceability Model Driven Development) framework is to maintain a state of coherence between the artefacts of the system.

Fig. 1. Traceability and MDA (bolder arrows defines focus of this paper).

Automated transformation of models-to-models, models-to-code, as well as code-to-models, is becoming a reality [19, 20, 21]. These transformations generate output artefacts from source artefacts. The relation between input and output artefacts of a transformation is just one, and obvious, type of semantic relations among others. Object Management Group QVT (Queries, Views and Transformations) [3] is aimed to standardize not only transformations with models but also other operations with models, like queries and views. Our approach takes QVT as a starting point to accomplish the construction of automated transformations between models and implements a way of maintaining traces between artefacts (models and code) as well as reacting to changes for the sake of system coherence.

Our proposal is aligned with OMG standards and recommendations like UML [5] and QVT [3]. Even if QVT by itself has not a complete implementation, it is however a starting point to different approaches and products like Tata ModelMorf [10] or Compuware OptimalJ [7]. Other concurrent approaches to QVT include ATL [8], Mistral [6] and EML [18].

Gorp’s [12] consistency is a similar concept to coherence in this paper. The vision of traceability in a MDD perspective is shared with other initiatives, such as those in [14, 15, 16].
The paper is structured as follows. Section 2 proposes the conceptual model of a traceability solution and defines traceability from a systemic approach. Section 3 identifies different types of dependency relations between artefacts. Section 4 relates transformations with traceability and explains how QVT define traces. Section 5 describes some important features of the traceability solution prototype implemented.

2 Artefacts and Traceability

The relevant information for traceability (Fig. 2) corresponds to artefacts, which are products generated or crafted by tools used in a development process. In this context an artefact may be any piece of code, or model object, with relevant properties regarding traceability; for instance, an UML class, a C# method, or a SQL Server table definition.

![Conceptual model of the reactive traceability framework](image)

Fig. 2. Conceptual model of the reactive traceability framework.

The artefact can be any object used, modified or made in the context of the development environment, included in the system, and accessible by the reactive traceability solution. Artefacts should be defined through a metamodel.

For a programming language to be included in this solution it must have a metamodel, even if not covering all possible concepts, if irrelevant to the level of traceability needed. Our approach uses MOF to express metamodels. Artefacts may be transformed in other artefacts, using some kind of transformation process available (fully automatic, assisted or manual) and traces are maintained when a transformation occurs. Of course, transformation is just one of different possible types of semantic relations between artefacts. Considering legacy systems, a transformation may not be possible if the code cannot be changed. In cases like this, maybe it is necessary to record manually different relations expressed (e.g., considering a table, named client, in the legacy system related to a UML class, named entity in a class diagram). As a consequence, there is a need of other types of dependency relations, other than transformations.
3 Dependency Relations and Traces

Different dependency relations are possible between artefacts. We can identify two types of classification: a) conceptual level and b) semantic coupling. In a) we can consider artefacts in different conceptual levels [4] (vertical traceability), in the same level (horizontal traceability) and within the same model or in different ones (intra and inter-model traceability) as seen in Fig. 1.

Each dependency relation can also be characterized by the level of coupling that exists between the artefacts. Let us define the equivalence relation between two artefacts of a model, or from different models, as when they have the same representation of the same concept. In this context same representation stands for having the same data that identifies the concept, even if the artefacts are in different levels of abstraction, or artefacts.

![Diagram showing dependency relations between models](image)

**Fig. 3.** Dependency relations between models.

Considering Fig. 3, there are three cases which illustrate differences between dependency relations. In Case 1 the two artefacts are **equivalent**, as they have the same representation of the concept Person, considering different models. In Case 2 the classes have different names so they are not equivalent. In the same case we can’t say if they are coherent or not, as there is no information in the models relating the two classes. In Case 3 the two concepts are **coherent**, with added simplified information to each class, as there is a semantic relation between the two artefacts. The semantic relation is not always trivial to observe, considering complex legacy applications, different natural language names to concepts, or even different
programming and design paradigms. In real work coherence is more difficult to maintain than the other two relations. It is however the kind of relation that is necessary to deal with if reactive traceability is to be maintained between the artefacts. Each change to an artefact may trigger an event which may change or not the coherence state of the system itself. If a part of a system is in an incoherent state, the system may be in risk. In consequence, the state of the system must be checked when a change of an artefact occurs and a decision may be required to run existing actions that will bring again the system to a coherent state.

In this perspective a trace is seen as a record of a dependency relation between two artefacts. The artefacts may have different levels of abstraction, e.g., it is possible to define a trace between all classes of an ULM class model and a set of table definitions. The artefacts can be at a metalevel, i.e., at a language definition level (e.g. artefact Class of metamodel UML). As the artefacts also include structural artefacts (e.g. the UML class X) generic rules of traceability may not hold for all necessary traces. A reactive traceability solution must maintain the traces and ensure that they are still valid at any time.

4 Reactive Traceability and Transformations

Transformations between models or between models and code (usually from models to code and not the opposite) are a relevant issue to reactive traceability. After transformations are performed traces are created (implicitly or explicitly) but this is not the only action that can create traces. There are two viewpoints (Fig. 4) to the issue of creating traces: a) in legacy applications one may consider artefacts already existent and traces will instantiate and describe some implicit or explicit semantic relations, or dependencies, between them; b) from a starting point in an artefact (diagram or code) it is necessary to create (or generate) another artefact, using some type of transformation. These two viewpoints are both necessary in a solution that implements reactive traceability. The first item has a focus on creating and maintaining the semantic relations between existing artefacts and the word existing is a keyword to understand this viewpoint. At some time of the development process changes in the system will become evolutions of an existing state. For each change the system coherence is checked and decisions are made about the new achieved system state. The second gives more importance to the generation process [1, 2] and traces are relations between old and new (generated) artefacts. The second viewpoint is related to the IEEE traceability definition in [13]: “the degree to which a relationship can be established between two or more products of the development process, especially products having a predecessor-successor or master-subordinate relationship to one another”. When a generation of a set of artefacts occurs it is necessary to record the new dependency relations that are created in the process. These two approaches are not only valid but necessary, in a development process and reactive traceability must include both.

Transformations between models, and by extension between models and code, may be realized using a standard like QVT [3]. The QVT specification uses trace classes to record traceability data between artefacts. QVT has a declarative language (Relations
Language – QVT-RL), an imperative language (Operational Mappings Language – QVT-OML) and a simplified core language (QVT-Core) in which the other more complex language constructs may be expressed.

In the QVT-RL the traces are implicitly defined (which, in this context, is almost the same as undefined), but there is a trace class generation rule that defines the corresponding trace class definition in the QVT-Core language. The generation rule states that [3] “Corresponding to each relation there exists a trace class in core. The trace class contains a property corresponding to each object node in the pattern of each domain in the relation”. Let us consider a simplified QVT relation between a class diagram at design level written in UML and the corresponding C# classes:

```
relation UMLClassToCSharpClass
{
    checkonly domain uml uc: UClass {
        namespace = un:UMLNamespace{},
        name= cn }
    checkonly domain csharp csc: CClass {
        namespace = csn:CSNamespace{},
        name= cn }
}
```

The generated QVT-Core trace class is:

```
class TUMLClassToCSharpClass
```
When instantiated, this trace class will represent the actual dependency relation between the two related artefacts.

5 RT-MDD Framework

As seen later, transformations are an important source of traceability information but are not the only one available. Different tools can create artefacts that may include other artefacts with traces that must be tracked and maintained. Considering transformations as a necessary tool, implemented by a QVT Engine, to efficiently produce models and code artefacts, Fig. 5 shows the high-level architecture of a reactive traceability solution. The RT-MDD framework has providers which are integration components to different tools. Of course, more components from different types may be added if they produce or consume artefacts with traces. The link between the Traceability Engine and each other component varies from type of provider. Each tool to be included in the traceability solution must have the necessary provider plug-in that will be used to access the relevant artefacts which have traces. The relations between artefacts are kept within the RT-MDD solution.

Fig. 5. UML component diagram of a traceability solution.

It is important to note, however that the traceability solution is not a production or test environment tool. It is designed to be used in development environments. As it
acts with the structure of the target applications, if the structure is not changed there is no need to control traceability.

The Traceability Engine (TE) permanently verifies the coherence state of the system in a three phase approach: (1) polling, (2) artefacts change handling, and (3) trace change handling.

(1) The TE polls each artefact. When a change is made to an artefact, the TE adds that artefact to a list of changed artefacts.

(2) For each artefact in the list of changed artefacts TE searches in an artefact event list all the relevant events related to that artefact. For each of these events found, it is necessary to verify if a valid action was made in the system. Possible valid actions are: create, update and delete. The read action is not valid as it does not change the system state. The create action is valid when used with metamodel artefacts. Only then it is possible to say if an event related directly to the artefact exists. If this is the case, the event is triggered. This phase ensures that actions over artefacts and their properties don’t change the coherence state of the system.

(3) After artefact events are verified it is necessary to check if traces still hold (even after eventual artefact changes). For each artefact in the list of changed artefacts TE recursively searches trace events that refer artefacts contained in the artefact. If a trace event is found, and the relevant artefact and action hold, the event is triggered.

When the trigger conditions are satisfied TE runs synchronization decisions (Fig. 6). When the user selects one of the decisions available TE runs a set of synchronization actions associated to that decision. After the decision is taken the system is in equal or more coherent state than before. If a decision of solving a coherence issue is postponed, a warning is generated and logged in a to-do list for further processing.

The user interaction with the solution is minimized if trace and artefact events have only one synchronization decision (representing just one option). In that case TE may enforce or omit the related actions (in this case generating an entry in the to-do list).

A prototype is currently under development which has a graphical user interface with QVT diagrams to define transformations and templates.
Conclusions

Traceability is still regarded as a documentation activity. If the human resources involved in the project are not conscientious about the relevance of documentation in maintenance phases, traceability is not seen as a critic issue. In the software engineering area, traceability has to address specific issues, such as documentation, model production and maintenance, model and code transformations and artefact coherence. This work presents some issues that where considered in the production of RT-MDD framework.

From the early 1970s there is work on requirements traceability, usually with a predominant human operation. Nowadays, the presence of traceability can be very important for the acceptance of MDD and Model Driven Architecture (MDA) in an industry environment. Without tools supporting traceability, across all system levels, the traditional resistance [9, 17] in MDD acceptance will continue to exist.

In our perspective, traceability is not about documentation of the system, it should be more focused on the system itself, as well as its parts and the way they are related to each other. Reactive traceability is a proposal with that orientation. A reactive solution is supposed to act, creating, updating, deleting or modifying artefacts of the target system. The number and importance of available artefact types and the level at which the tool is able to interact with each of them is an important measure of its capabilities.

Traceability is already present in many tools available, such as IDEs, CASE tools, RDBMS, requirements tools. The way each tool solves the traceability problem within the context of its artefacts is usually a black-box approach. By definition, traceability uses artefacts from several providers, each one with a possible different metamodel. Metamodeling and transformations are the key tools that traceability uses to provide effective coherence between artefacts of a system.

Fig. 7. A QVT Relations diagram (made with the prototype application)
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