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Abstract

Content Management Systems (CMS) are typically regarded as critical software platforms for the success of organizational web sites and intranets. Although most current CMS systems allow their extension through the addition of modules/components, these are usually built using the typical source-code-oriented software development process, which is slow and error-prone. On the other hand, a MDE-oriented development process is centered on models, which represent the system and are used to automatically generate all corresponding artifacts, such as source-code and documentation.

This paper describes our proposal for a MDE approach to address the development of web-applications based on CMS systems. This approach is based on the creation of two CMS-oriented languages (which are situated at different levels of abstraction, and are used to both quickly model a web-application and provide a common ground for the creation of additional CMS-oriented languages), and a mechanism for the processing of models specified using those languages. Those models are then to be deployed to a target CMS platform by means of code generation or model interpretation/execution mechanisms.

1. Introduction

The worldwide expansion of the Internet in the last years has led to the appearance of many web-oriented CMS (Content Management Systems) [1]–[5] and ECM (Enterprise Content Management) [6]–[10] platforms with the objective of facilitating the management and publication of digital contents.

CMS systems are platforms for web-applications to be used in the dynamic management of websites and their contents, providing concepts such as User, Role, Language, Web Component, Module, Dynamic Web Page (also commonly known as Tab), Visual Theme, and Workflow [11], [12]. These systems typically present some aspects such as extensibility and modularity, independence between content and presentation, support for several types of contents, support for access management and user control, dynamic management of layout and visual appearance, or support for workflow definition and execution. On the other hand, ECM systems are typically oriented towards using Internet-based technologies and workflows to capture, manage, store, preserve, and deliver content and documents in the context of organizational processes [7]. Nevertheless, these two content-management areas are not disjoint; in fact, it is not unusual to find a CMS system acting as a repository for an enterprise’s documents and contents [6].

Development of web-applications supported by this kind of platforms is typically done using traditional software development processes, in which source-code is the primary artifact, and design models and documentation are considered support artifacts. Such processes are typically time-consuming and error-prone, as they rely heavily on programmers and their execution of repetitive tasks. Additionally, the source-code and the design models are often out of sync, because changes done to the source-code are not automatically propagated to those models.

On the other hand, MDE (Model-Driven Engineering) [13] development processes consider models as the primary artifact, and other artifacts (such as source-code or documentation) are produced automatically from those models by applying automatic model transformations. Besides leaving most of the repetitive tasks to those transformations, these processes also present additional advantages, such as: (1) relieving developers from issues like underlying platform complexity or inability of programming languages to express domain concepts; or (2) targeting multiple deployment platforms without requiring several different code-bases.

In this paper we propose a MDE approach to the development of web-applications based on CMS systems, mainly based on two languages (situated at different levels of abstraction) that are used to both quickly model a web-application and provide a common ground for the creation of additional CMS-oriented languages.

This paper is structured in five main sections. Section 1 introduces the context of CMS and ECM systems as support platforms for web-applications, and presents the structure of the paper. Section 2 presents our MDE approach to the development of web-applications, namely the languages defined and the deployment strategies considered. Section 3 presents a discussion of our approach. Section 4 introduces and discusses the related work that is relevant for this research. Finally, section 5 presents the conclusions for our research so far as well and points out some open issues.
2. Approach for CMS-based Development

Instead of the current traditional software development approach, based on source-code, we propose that a model-driven approach be used when developing CMS-based web-applications. Similarly to most MDE-based approaches, our proposal consists of two main phases, the modeling phase and the deployment phase (both phases are described further down this section). Figure 1 overviews the proposed approach.

2.1. Modeling phase

As we previously mentioned, instead of defining only a single CMS-oriented modeling language, our approach defines two such languages: CMS-IL (CMS Intermediate Language) and CMS-ML (CMS Modeling Language). The former provides a common language for CMS platforms (i.e., it is independent of any particular CMS), while the latter provides a set of elements that can be used to quickly model a typical web-application.

CMS-ML is a high-level language (in relation to CMS-IL) with the purpose of accelerating the production of “typical” web-application models, while making this activity as simple and efficient as possible. We say that it is a high-level language because it can be viewed as a set of mnemonics that completely hide the CMS-IL language.

It is important to note that, if this language was expressive enough to enable the modeling of all possible web-application scenarios, then it would likely be a rather complex language and require a considerable amount of work to model typical web-applications. Thus, and to ensure that it does accomplish its goal of accelerating web-application development, this language is mostly based on the capture of typical web-application patterns (e.g., view a particular record, view a list of available records, delete a record). Additional and particular web-application scenarios can be modeled using CMS-IL, or even specified first in a CMS-ML model, which is then converted to a CMS-IL model that is afterward refined to include the particular details of the intended scenario.

The CMS-ML language is inspired on already-existing languages such as WebML [14], UWE [15], XIS2 [16], and UML [17], as these languages are themselves based on a significant amount of work regarding the modeling of web-applications, and we have no intention of “reinventing the wheel”. However, CMS-ML is specifically oriented towards the CMS domain.

CMS-IL, unlike CMS-ML, is a low-level language that is nevertheless independent of any specific CMS, sporting the objective of providing a common-ground for CMS-based web-applications. This language is based on the CMS generic metamodel presented in [11], although some details pertaining to aspects such as data validation are also based in external work [18].

It is important to note that the main objective of CMS-IL is to provide a “common ground” for the specification of CMS-based web-applications, and not to provide a way to produce web-application models in a simple and easy fashion. Thus, the objective of CMS-IL is to provide a language that is as expressive as necessary to specify most (if not all) CMS-based web-application scenarios.

Depending on the capabilities of the target CMS platform, CMS-IL models are meant to be used as input to source-
code generators or to a “CMS Model Interpreter” component (explained further down this text).

Of course, the CMS-ML language would be irrelevant in practice if there was no way to obtain CMS-IL models from CMS-ML models. Thus, we will also produce a model-to-model transformation (not necessarily bidirectional, as such a requirement would likely not be relevant in practice [19]) that translates CMS-ML models to CMS-IL models with no information loss; we currently refer to this transformation as “ML2IL”. Obviously, this presents the added requirement of CMS-IL being at least as expressive as CMS-ML, otherwise some of the details specified in the CMS-ML model could be lost while translating to CMS-IL.

The existence of these two separate languages is important because it allows us to manage two important (and often conflicting) aspects in modeling approaches and languages: simplicity and expressiveness. We aim for CMS-ML to be a simple language (i.e., simple to use and understand), while CMS-IL is supposed to be a language that is as expressive as necessary to model CMS-based web-applications.

The CMS-ML and CMS-IL languages themselves will not be further detailed in this paper, because of text size constraints.

2.2. Deployment phase

The deployment of CMS-IL models on the target CMS system can be done in one of two alternative ways, depending on the capabilities of the target CMS itself: (1) generation and compilation of source-code, and auxiliary files, through automatic model transformation mechanisms (e.g., template-based generators), and manual deployment to the target system; or (2) upload to a CMS Model Interpreter component already installed in the target system.

Generate and compile source-code from the model is the only alternative available for current CMS platforms, as the means for performing it already exist. However, it also requires the greatest amount of manual effort, because of the need to manually deploy files (e.g., libraries) and install/configure the application in the CMS. This alternative also presents the following requirements: (1) existence of a code-generation mechanism that can correctly implement the mapping between the CMS-IL model and the target CMS itself; (2) support for installation packages (i.e., single packages – such as ZIP files – that contain all the artifacts necessary for the application to function); and (3) support for configuration scripts (files to be interpreted by the CMS, containing instructions on the various data structures and steps necessary for the application to successfully run on the CMS). Note that, although we state these requirements, only the first one is mandatory. However, if the CMS does not support either of the last two requirements, the corresponding steps will have to be performed by the CMS administrator using the CMS’s interface (or other alternative features).

On the other hand, the Built-in CMS Model Interpreter alternative is more straightforward, as it would only require that the CMS administrator import (e.g., by uploading) the model into the CMS, by means of a CMS Model Interpreter component (not necessarily a CMS module) that would already be installed on the CMS (preferably, it would already be included in a default installation). Issues such as artifact installation, application configuration, or upgrade details, would be handled automatically by this component. Nevertheless, current platforms do not provide such a Model Interpreter yet. Obviously, the requirements for this alternative would only be the CMS Model Interpreter component itself; the requirements for the previous alternative would be irrelevant and/or handled implicitly by the component.

3. Discussion

A metaphor, that should be familiar for web-application developers, regarding the relationship between CMS-ML, CMS-IL, and the intended web-application itself, can be found in the Microsoft .NET Framework [20]: (1) programs are written using a “high-level” source-code-based language such as C#; (2) the language’s compiler converts the source-code to an intermediate language called MSIL; and (3) at runtime, the generated MSIL is converted into native binary code that is afterward executed. Considering this metaphor, CMS-ML would correspond to C#, CMS-IL would correspond to MSIL, and the native code would correspond to the intended web-application.

Regarding the CMS-ML language, it can be looked upon mostly as the result of a tradeoff between the complexity of the language (which, in turn, reflects the number of concepts and rules that the developer must learn and understand in order to use the language) and how often a pattern can be found in current web-applications (not necessarily CMS-based).

Also, it could be argued that, if the CMS-ML language is sufficiently expressive, there would no need for CMS-IL. Although that would be true, it is important to reiterate that CMS-IL’s main objective is to provide a “common ground” for the specification of CMS-based web-applications. In turn, this common ground will be important for the definition of future CMS-oriented languages (which are not necessarily based on CMS-ML). If we consider the “Microsoft .NET Framework” metaphor again, the importance of CMS-IL would be equivalent to the importance of MSIL in relation to languages such as C# or Visual Basic.NET. On the other hand, CMS-ML is supposed to accelerate typical development tasks, although it is not guaranteed (or even intended) that it addresses all possible development tasks. This possibility of adding more CMS-oriented languages to the mix follows a vision that is closely related to Martin
Fowler’s own vision of DSLs and Language Workbenches [21], [22]. In fact, this approach does not exclude the possibility of obtaining CMS-IL models as a result of model transformations from other, non-CMS-oriented, languages (e.g., a requirements specification language).

Regarding the web-application’s deployment alternatives, it is important to point out some of the advantages and disadvantages of each one.

The generation of source-code and other artifacts (documentation, SQL/DDL scripts, etc.) from models is also considered in many MDE-based development approaches, such as the OMG’s Model-Driven Architecture (MDA) [23], and already described in literature [19]. The main advantage of this alternative is that it includes code compilation, which can help in the early detection of errors when coupled with a strongly-typed language (e.g., Java, C#).

On the other hand, the “model interpretation” alternative is based on the notion of Executable UML [24]. In this alternative, the CMS administrator would just need to provide the model to a CMS Model Interpreter component. This component would be responsible for transparently handling the deployment of the application, including activities such as copying relevant artifacts (e.g., images, code libraries) and creating database mappings. This alternative presents the obvious advantage of being easier to use than the “code-generation” alternative, although it does present some disadvantages: (1) a model that is interpreted at runtime will undoubtedly be executed at a slower pace than a model that has been previously “compiled” (i.e., a model that has originated source-code which was then compiled); (2) because of the late-bound nature of the model’s interpretation, some errors that would likely be detected at compile-time (using the previous deployment alternative) will be harder to detect; and (3) handling updates to the application (e.g., additional attributes) can become a very complicated issue. It should be noted that some of these disadvantages may be somewhat mitigated by employing a mix of the “interpret model” and “compile-first” strategies previously presented: (1) if the model was interpreted at deployment-time and immediately compiled, this performance overhead could be avoided, and some compile-time errors could even be detected before actually executing the application; or (2) in order to avoid wasting computational resources on parts of models (or even applications) that could possibly never be interpreted and executed, employing a Just-In-Time (JIT) compilation mechanism, which would also store the compilation results for future use. However, this strategy still doesn’t handle (and possibly even complicates) the problem of updating the application.

4. Related Work

Although our approach addresses the development of CMS-based web-applications, there are also other approaches and proposals that address some of the issues presented in this paper. However, in general, they are not focused on CMS-based platforms (although this is understandable, given that CMS platforms could not be considered as viable web-application frameworks until recently). In this section, we present some initiatives, which we consider most relevant in the area of MDE-oriented web-application development, namely WebML, UWE, and XIS.

The Web Modeling Language (WebML) [14] addresses the high-level, platform-independent graphical specification of web-applications (which can be supported by a CASE tool called WebRatio) and targets web sites that require such advanced features as the one-to-one personalization of content and the delivery of information on multiple devices (e.g., PCs, PDAs, WAP phones) [25]. The specification of a site in WebML consists of four perspectives [26]: (1) the Structural Model, which expresses the data content of the site, in terms of the relevant entities and relationships; (2) the Hypertext Model, describing the hypertext contents that can be published in the site, as well as the navigation between those different hypertext contents; (3) the Presentation Model, which expresses the layout and graphic appearance of pages, independently of the output device and of the rendition language, by means of an abstract XML syntax; and (4) the Personalization Model, in which users and user groups are explicitly modeled in the form of predefined entities called User and Group, whose features can be used for storing individual or group-specific content.

The UML-based Web Engineering (UWE) [15] is a software engineering approach for development of applications in the web domain, based on OMG standards (e.g., UML, MDA, OCL, XMI), that focuses on models and model transformations, more specifically on systematization and automatic generation. The UWE notation is defined as a UML profile, and is tailored for an intuitive modeling of web-applications [27]; because of its compliance with standards, UWE can be used in existing UML tools or as plug-ins. Its main characteristic is the use of UML for all models, in particular [28]: (1) using “pure” UML whenever possible; and (2) for web-specific features, such as nodes and links of the hypertext structure, the UWE profile includes stereotypes, tagged values and constraints defined for the modeling elements. UWE comprises [28]: (1) a modeling language for the graphical representation of web-application models; (2) a method (technique) supporting semi-automatic generation; and (3) a process supporting the development life-cycle of web-applications.

The “eXtreme Modeling Interactive Systems” (XIS2, typically just called XIS for simplicity) language [16] is also defined as a UML profile, and it is oriented towards interactive systems for both desktop-based and web-based platforms, instead of just web-based platforms. The XIS2 language defines six types of models: (1) the Domain View; (2) the Business-Entities View; (3) the Actors View; (4)
the Use-Cases View; (5) the User-Interfaces View; and (6) the Navigation View. Although the Domain View, the User-Interfaces View, and the Navigation View are conceptually similar to what can be found in UWE, XIS explicitly addresses the behavioral aspect (through the capture of user-interface patterns), enabling applications (desktop or web-based) to interact with users, instead of just displaying requested resources.

These languages do present an important issue, as they either: (1) try to address multiple abstraction levels simultaneously \[15\], \[16\]; or (2) require additional work besides the specification of the web-application’s model, to address low-level details \[14\]. When these languages do provide a way to address such low-level details, it is usually by means of “property” mechanisms such as UML’s tagged-values \[15\], \[16\], which leads, in practice, to the lowering of the language’s abstraction level. Also, it is important to note that one of the main objectives of MDE is to avoid the editing of the generated low-level artifacts (such as source-code), so the editing of the generated artifacts should not even be considered as an solution for this problem.

Our approach differs from those presented in this section, because it does not define a single language that addresses both “quick and easy” modeling and low-level details, as we believe that concentrating all these details into a single language is what actually triggers these problems in the first place. Instead, we define a set of languages (situated at different levels of abstraction) and use a model-oriented variant of the well-known *compilation* process: a high-level modeling language will be used to quickly specify a CMS-based web-application, and a low-level language will be used to address details regarding CMS-based implementation.

5. Conclusion

The recent expansion of the Internet has originated many CMS and ECM systems that aim to facilitate the management and publication of digital contents. These platforms, which tend to be modular, extensible and versatile, can be used as support for the dynamic management of web-sites, web-applications, and respective contents. Nevertheless, the development of web-applications on top of such platforms is still an expensive and error-prone process, because of the problems inherent to the traditional software design (based on source-code) approach.

In this paper we proposed a MDE approach to the development of CMS-based web-applications. This approach, based on two CMS-oriented languages at different levels of abstraction (rather than a single language spanning multiple levels of abstraction), allows developers to take advantage of the concepts that are already typically provided by CMS systems (e.g., user, role, tab, module) to create web-applications with a smaller degree of effort than they would have when creating a typical web-application based on a regular web container or framework (e.g., Apache Tomcat, Microsoft ASP.NET). This approach also allows developers to decide whether they wish to deploy their application in a typical way (through the traditional “compile, copy files, and configure in CMS” approach) or if they would rather use a CMS Model Interpreter component to interpret the model (either at runtime or when the model is imported into the target CMS).

A prototype of the CMS Model Interpreter component is currently being developed over the WebComfort platform \[12\]. WebComfort currently already supports the concepts of “installation packages” and “configuration scripts” out-of-the-box (in WebComfort, installation packages are called “toolkits” and the configuration scripts are regular XML files, conforming to a specific schema, that are included within a toolkit and are interpreted by the platform when the CMS administrator expresses the wish to install a toolkit). In addition to this component, the CMS-ML and CMS-IL are also being developed on another of our research results, the ProjectIT-Studio tool \[29\], as UML profiles. Models created using this profile will then be supplied as input to either ProjectIT-Studio code-generation templates \[29\]. Nevertheless, a very early prototype of such a model interpreter – for the WebComfort framework – has already been developed, in the context of an interpreter for database-driven web-forms \[30\].

There are still open issues to be addressed by this approach, of which we highlight here the ones that we consider most important for the time being.

One of those issues lies in the CMS Model Interpreter component: we still have to settle on a concrete set of primitives that the CMS-IL language will provide, and which must be handled by each implementation of the CMS Model Interpreter.

Another issue lies with the CMS-ML language itself: as we have previously mentioned, the language is the result of a tradeoff between language complexity and how often a given pattern can be found in existing web-applications. However, we acknowledge that this tradeoff will always have a certain amount of subjectivity to it; to minimize this subjectivity, we intend to use this approach for modeling sites and applications with a higher degree of complexity (e.g., a document management system, WebC-Docs \[31\], that has already been developed for the WebComfort platform).
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